The background

**Minor/Topological Subgraph Containment**

**Input:** Undirected graphs $H$ and $G$.

**Question:** Is $H$ contained in $G$ as a minor/topological subgraph?
The algorithms
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**Our results:** Refining recent work of Fradkin and Seymour to get FPT algorithm for topological containment ($O(|V|^5)$).
Approach of Fradkin and Seymour
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The result

FPT approximation of tournament pathwidth

There exists an algorithm, which given a tournament $T$ and an integer $k$, outputs either a path decomposition of $T$ of width at most $4k^2 + 7k$, or a $k$-jungle in $T$, in time complexity $2^{O(k^2)}|V(T)|^5$. 
Separation

- $(A, B)$ is a separation of order $k$ if

\[ A \cup B = V, \quad |A \setminus B| \leq k; \]

and there are no edges from $A \setminus B$ to $B \setminus A$.
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- We greedily incorporate bigger and bigger separations of the tournament up to order $k$, constructing a cross-free family of separations called a **bundle**.
- Each new separation has to satisfy certain technical conditions.
- Having a maximum bundle we obtain some path decomposition:
  - **Small width**: we are happy.
We greedily incorporate bigger and bigger separations of the tournament up to order $k$, constructing a cross-free family of separations called a **bundle**.

Each new separation has to satisfy certain technical conditions. Having a maximum bundle we obtain some path decomposition:

- **Small width**: we are happy.
- **Large width**: a $k$-jungle due to maximality of the bundle.
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The new separation cannot be 'close' to the neighbouring ones.

\[ \geq k|a_1 - b| \quad \geq k|a_2 - b| \]
Inserting new separation

- The new separation cannot be 'close' to the neighbouring ones.
- There have to be at least \( k|a_1 - b|, k|a_2 - b| \) vertices in between, respectively.
Tournament Balanced Separator

**Input:** A tournament $T$; disjoint sets $X, Y \subseteq V(T)$; integers $a, b, c$.

**Question:** Does there exist a separation $(A, B)$ of $T$ such that
- $|A \cap B| \leq k$;
- $X \subseteq A \setminus B$, $Y \subseteq B \setminus A$;
- $|A \setminus (X \cup B)| \geq a$ and $|B \setminus (Y \cup A)| \geq c$?

We show an algorithm working in time $2^{O(a+b+c)}|V(T)|^4$.
Subproblem

\((a, b, c)\)

\[ \geq a \quad \quad \geq c \quad \quad \leq b \]
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- \(b \leq c\)
- \(c \geq b\)
**Tournament Subset Separation**

**Input:** A tournament $T$ with set of terminals $X$; integers $b$, $c$.

**Question:** Does there exist a separation $(A, B)$ of $T$ of order $b$, such that $X \subseteq A \setminus B$ and $|B \setminus A| \geq c$?
Now comes the tricky part.
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Now comes the tricky part.

We consider two cases:

1. $|B \setminus A| \geq 2b + 2c$;
2. $|B \setminus A| \leq 2b + 2c - 1$. 
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Consider subtournament $T[B \setminus A]$; there must be a vertex $v$ with indegree at least $b + c - 1$.

Branch into $|V(T) \setminus X|$ subcases, in each taking different nonterminal as $v$.

We compute the minimum cut between $X$ and $v$:

- in the correct branch it has to be at most $b$,
- which means that it separates at least $c$ vertices: $v$ and $c - 1$ his inneighbours.

The separation we have found can be different than $(A, B)$, but it suffices to our needs.
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- Every vertex of \( B \setminus A \) has indegree at most \( 3b + 2c - 1 \).
- There are at most \( 2(3b + 2c - 1) + 1 \) such vertices in \( T \), as otherwise a higher indegree would occur inside the subtournament induced.
\[ |B \setminus A| \leq 2b + 2c - 1 \]

- Every vertex of \( B \setminus A \) has indegree at most \( 3b + 2c - 1 \).
- There are at most \( 2(3b + 2c - 1) + 1 \) such vertices in \( T \), as otherwise a higher indegree would occur inside the subtournament induced.
- **We do brute-force:** iterate through all the subsets of these vertices of small indegree.
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- **Vertex Disjoint Paths** in FPT time?
- XP algorithm by Chudnovsky, Scott and Seymour.
- Irrelevant vertex technique does not work: there are tournaments of large pathwidth with all the vertices relevant.
- **This suggests change of the width parameter.**
Thank you

Questions?